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ABSTRACT

Although many new software design techniques have emerged in the past 15 years, there have been few changes to the procedures for reviewing the designs produced using these techniques. This paper describes an improved technique, based on the following ideas, for reviewing designs.

1. Introduction

Although many new software design techniques have emerged from research in software engineering, there have been few changes to the procedures for reviewing the design before writing the code. This paper presents a new approach to reviewing a software design. We illustrate our ideas in terms of designs based on the information hiding principle, but the ideas can be applied to other designs as well. The principal innovation of our approach is the use of questionnaires to give the reviewers better defined responsibilities and to make them play a more active role. The technique has been used in the Naval Research Laboratory's Software Cost Reduction (SCR) project for several years with good results. The SCR project involves the experimental redevelopment of the operational flight program (OFP) for the Navy's A-7E aircraft. The examples used in this paper are taken from that project.

2. Objectives Of Design Reviews

The purpose of all design reviews is to find errors in the design and its representation. The review should be designed to make it easy for the reviewers to find errors. If errors are present but escape the reviewers' attention, the review has failed. In theory, the errors found should be errors made in producing the documents that are being reviewed. In fact, errors are often found that were made earlier and were not caught. Such errors include unstated requirements, unnecessary requirements, obsolete requirements, and design and implementation decisions stated as requirements. Reviews should be designed to find both the errors made in specifying the latest design decisions and the errors made earlier.

Getting maximum benefit from a review requires that the objectives of the review be made explicit. To achieve the objectives of the review, a systematic review method is needed. This method must ensure that the design is covered completely and in detail by the review. The method should take maximum advantage of the skills and knowledge of the available reviewers.

Error Classification

To focus reviewers' attention properly, and to take advantage of their different skills and knowledge, we find it useful to classify design errors as follows.

1. Inconsistencies, i.e., places where the design won't work. For example, if two design statements make different assumptions about the "sense" of an angle, the design simply will not work.

2. Inefficiencies, i.e., places where the design imposes a barrier to efficient programming or use. For example, a programmer who is only interested in obtaining the latitude of a location from another programmer's module, but whose program is only able to request both latitude and longitude at the same time, is being forced to waste both time and space.

3. Ambiguities, i.e., places where the design specification may be interpreted in several different ways, or is not clear enough.

4. Inflexibilities, i.e., places where the design does not accommodate change well. For example, if the design assumes that there are exactly two sources of altitude information, it may be difficult to deal with an additional altimeter.

The purpose of this categorization is not to ensure that each error found falls into one and only one category, but rather to guide us in designing reviews that will find as many errors as possible.

Obtaining Detailed Coverage Of The Design

When a set of reviewers that can provide complete design coverage is assembled, it is important to ensure that each reviewer focuses on areas relevant to him and that he can identify the decisions made in arriving at the design. It is also important to make the reviewer think hard about what he is reading rather than skim it for obvious errors.

To accomplish a detailed review, we believe it is necessary to force the reviewers to take an active role whether they agree or disagree with the design decisions that have been made. The reviewers must be asked to provide justification for accepting or rejecting design decisions.

Note that some inflexibilities may actually be requirements misunderstandings, particularly if the requirements specify changes that are likely to occur during the lifetime of the system. (See [1] for an example of a requirements specification containing likely changes.)
Because using a document is often the best way to find its problems, we try to make the reviewers use the document that they are reviewing. We do this by asking them to answer a set of questions about the document - questions that can only be answered by careful study of the document. Some questions may ask them to write programs that would use the programs specified by the design.

Performing a good job as a reviewer is difficult work. It is important that the review be designed to give the reviewers a sense of participation and accomplishment. Lacking such a feeling they are unlikely to participate in future reviews.

3. Conventional Design Reviews

Conventional design reviews usually proceed as follows.

1. A massive quantity of highly detailed design documentation is delivered to the reviewers three to four weeks before the review.
2. The designated reviewers, many of them administrators who are not trained in software development, read as much of the documentation as is possible in the time allowed. Often this is very little.
3. During the review, a tutorial presentation of the design is given by the design team; during this presentation, the reviewers ask any questions they feel may help them to understand the design better.
4. After the design tutorial, a round-table discussion of the design is held. The result is a list of suggestions for the designers.

The design documentation for such reviews is usually an English prose description of the design in a prescribed format. Pseudocode representations of many of the algorithms to be implemented are sometimes included.

Those attending the design tutorial include managers who are paying for the development, potential users, programmers who maintain similar systems, and those who will build or maintain the system under development.

Problems With Conventional Reviews

Conventional design reviews tend to be incomplete and shallow. They fail to uncover many of the errors and weaknesses in the design. The following circumstances contribute substantially to this failure.

1. The reviewers are swamped with information, much of which is not necessary to understand the design. Structural decisions are hidden in a mass of implementation details. Finding the relevant information is difficult and tedious. Even given sufficient time, reviewers are unlikely to extract the information they need. They rarely have the time.
2. Most reviewers are not familiar with all of the goals of the design and the constraints placed on it.
3. Responsibility for reviewing the design may rest with the review team as a whole, without individual reviewers having clear individual responsibilities. All reviewers may try to look at all of the documentation, with no part of the design receiving a concentrated examination.
4. The design team expects the reviewers to initiate action to uncover errors and weaknesses. Reviewers who have a vague idea of their responsibilities or the design goals, or who feel intimidated by the review process, can avoid potential embarrassment by saying nothing.
5. Interaction between individual reviewers and the design team is limited because the review is conducted as a large meeting. Detailed discussions of specific design issues become hard to pursue in this situation.

4. A More Effective Review Process

To avoid the problems just stated and to achieve the objectives stated in section 2, we redesigned the design review process. Rather than conducting one large meeting, we identify several types of reviewers, each designed to find different types of design errors. Since each review requires its own expertise, we identify different types of reviewers needed to perform the reviews. Instead of conducting the reviews as discussions, we devise questionnaires for the reviewers to answer using the design documentation. Responding to the questionnaire requires the reviewer to study the documentation carefully, and to make assertions about design decisions. The issues raised by the reviewers as a result of answering the questionnaires are discussed in small meetings between designers and each reviewer. There are no protracted group discussions involving all designers and all reviewers. Because our reviews are very tightly focused, we also ask a few people for overall reviews to decrease the chance that we overlook problems because we neglected to pose a question.

The remainder of this paper contains a more detailed description of the design properties that we believe a good review should cover, the properties of a reviewable design representation, the structure needed in the design documentation to facilitate the review process, the identification of the individual review types, the classification of reviewers, the design of the questionnaires, and the conduct of the reviews.

4.1. Making The Design Reviewable

Producing a reviewable design requires concern with both the design and the design documentation. We start with a discussion of design properties, and then discuss documentation issues.

4.1.1. Design Properties

Regardless of the object being designed, it should be possible to identify the desirable properties of a design. Our list of such properties follows.

1. Well structured. The design should be consistent with chosen principles, such as the principle of information hiding.
2. Simple. To paraphrase a statement often attributed to A. Einstein, the design should be as simple as possible, but no simpler.
3. Efficient. The functions provided by the design should be computable with the available computing resources and the design should not interfere with meeting space and time requirements.
Adequate. The design should satisfy present requirements.

Flexible. The design should make it as easy as possible to respond to requirements changes.

Practical. Module interfaces should be sufficient for the job, neither providing unneeded capability nor requiring the user to perform functions that properly belong to the module being used.

Implementable. The functions offered by the design should be theoretically computable with the information available.

Standardized. The design should be represented using a standard organization for design documentation.

4.1.2. Making The Design Representation Reviewable

The design representation should make the design assumptions as explicit as possible. Including explicitly stated assumptions is a form of redundancy that makes the design easier to review, but also means that additional consistency checks must be performed.

Making Assumptions Explicit

The interface between two modules is the set of assumptions that the programmers writing one module make about the behavior of the other module. Such assumptions are embodied in the description of the module's access programs. Using the terminology and notation of [4], a module that offers to its users a function that returns a device's current mode of operation embodies the assumption that the software can detect the mode of that device. This assumption is implicit in the statement that such a program is included in the interface; it may go unnoticed and unquestioned by a reviewer. To make the assumption explicit, it must be included in the design documentation; to help the reviewer, it should be included in a section devoted to basic assumptions about the module.

Other types of assumptions that may be implicit are assumptions about operations that can be performed by the programs of the module, types of data provided to and returned by those programs, the effects of the programs on each other, the time at which information is available (compile time, load time, run time, when the module is in a particular state, etc.), the variability of data, and undesired events [5].

For example, the module determination submodule of the OFP contains an access program, named IN_MODE, that takes an input the name of a mode of the system and returns a Boolean variable whose value indicates whether or not the system is currently in that mode. (Modes are classes of system states.) Included are basic assumptions about the module are the following.

(1) The system is always in at least one mode. Changes in current modes can always be signaled to user programs.

(2) This module can always determine if the system is in a particular mode.

(3) Mode transitions may be considered to be instantaneous. These assumptions are implicit in the specification of IN_MODE, but are explicitly stated in the design documentation for the mode determination submodule.

We do not advocate that every assumption that users can make about the module be explicitly specified. Assumptions that apply to all designs need not be included. An example is the assumption that it is possible to pass information to other modules using parameters or the assumption that a parameter designated as "Input", will not be assigned a new value.

Including Redundant Information In The Design Representation

A basic principle used in engineering is that redundant information is needed to perform error checking. The lists of assumptions included with the design documentation for each module are a form of redundancy; they represent the designer's intentions. They can be used to check that the designer stayed true to his intentions, and they can be read by non-programmers to check the adequacy and validity of his intentions.

Two lists of assumptions are included for each module. One is a list of basic assumptions about the module, i.e., information that designers of the module assume will never change. The second is a list of assumptions that describe incorrect usage of the module, i.e., usage that the designers assume should not occur.

The list of basic assumptions is redundant with the description of access programs and their externally-visible effects. The list of incorrect-usage assumptions is redundant with the description of undesired events. For an example of an abstract interface representation see [6].

Omitted access programs, parameters, undesired events, and program effects are examples of missing information that we can detect by including redundancies. Contradictory assumptions and descriptions of program effects are examples of inconsistencies similarly detectable. Detection is accomplished by comparing the lists of assumptions, which appear in one section of the interface document, with the rest of the document. In the previous example, a reader of the interface can compare the definition of IN_MODE and its effects with the basic assumptions about the module. Were the third assumption omitted, the reviewer should question the use and meaning of invoking IN_MODE when the system is in transition from one mode to another.

4.1.3. Organizing Design Documentation For Review

Most of the SCR design documentation consists of abstract interface specifications for the modules that constitute the design. Each such specification is the subject of a separate review. For example, the module hierarchy for the A-7E OFP contains a device interface module (DIM) whose secret is those characteristics of the peripheral devices connected to the computer that are likely to change. This module comprises 23 submodules, each of which was specified in one section of [6]. During the review of the DIM, each of the submodule interfaces was reviewed separately.

Because there is often information common to all the submodules of a higher level module, the abstract interfaces for the submodules are combined in a single design document, with the common information included only once. A set of cross-references and indices are supplied with the document. These allow the reviewers (and users) of these documents to find quickly modules, access programs, locally-defined data types, terms, undesired events, and symbols.

We also provide a set of instructions for reviewing the document. Discussion of these instructions follows.

4.2. Identifying Review Types

To give individual reviewers a focus and a clear area of responsibility, a set of specialized reviews should be designed. These reviews are categorized according to the properties of the design that the reviewer should be verifying. Each review must have a specified purpose and be intended for use by a reviewer with a particular expertise. The following briefly characterizes some of the reviews used for the Device Interface Modules.

(1) Review A: Assumption Validity. For each device, check that all assumptions made are valid for any device that can reasonably be expected to replace the current device.

(2) Review B: Assumption Sufficiency. For each device, check that the assumptions lists contain all the assumptions needed by the user programs in order to make effective and efficient use of the device.

(3) Review C: Consistency Between Assumptions And Functions. For each module, compare the assumptions to the function and event descriptions to detect whether (a) they are consistent, and (b) the assumptions contain enough information to ensure that the functions can be implemented, the events can be detected, and the module can be used as intended.
(4) Review D: Access Function Adequacy. For each device, check that user programs can use the device efficiently and meet all requirements using only the access functions provided in the abstract interface.

Figure 1 shows some of the questions comprising review C.

4.3. Classifying Reviewers

Just as several reviews each with different purpose are needed, several reviewers each with different expertise and perspective are needed. Among them are the following.

(1) Specialists, such as a person with detailed knowledge of a particular class of device or of a particular application, such as avionics. These specialists should be capable of assessing the performance and feasibility aspects of the design.

(2) Potential users of the system.

(3) Those who are familiar with the design methodology used, even if they are not familiar with the application.

(4) Those who are skilled at and enjoy finding logical inconsistencies and who may be used for performing systematic consistency checks, despite not being specialists in a particular area.

The DIM reviews required 4 kinds of reviewers, as described in figure 2.

To assure complete coverage of the design document, reviewers are assigned so that each kind of review is performed for each section of the document. In scheduling our reviews we try not to require any one reviewer to perform one kind of review for all sections of the document. We try to keep the time expended by an individual reviewer from being more than what is usually available for a design review. It is rare that one reviewer is able or asked to perform more than one kind of review.

4.4. Designing The Questionnaires

The instructions shown in figure 1 describe the properties for which the reviewer should check, the sections of the abstract interface to be studied, and include a questionnaire to be completed by the reviewer.

The questionnaires are designed to make the reviewers take an active stand on issues and to use the documentation. An example is question C1, which requires the reviewer to use the document to find assumptions that justify the inclusion of each access program in the interface. The question is phrased in an active way ("Which assumptions tell you ..."), rather than "Is there an assumption that justifies the implementation of this function?"

The passive phrasing would give the designer little assurance that the reviewer read, understood, and thought about the document. Using the passive phrasing makes it too easy to say "yes."

4.5. Conducting The Review

The review schedule must include time for each reviewer to complete his questionnaire(s) and must also allow a chance for discussions between each reviewer and the designers, both during the time he is completing the questionnaire(s) and after he has completed them.

The discussions are either one-on-one sessions between a reviewer and designer, or include a small group of each. We found no need for protracted group discussions involving all designers and all reviewers.

Our reviews are conducted in three stages. In the first stage, a brief overview of the module being reviewed is presented. The overview consists of explaining the modular structure, if it is unfamiliar to the reviewers, showing where in the structure the module belongs, and describing the module’s secrets. If previous assignments have not been made, reviewers are assigned to reviews and sections of the document. Reviewers are also assigned times during which they may raise any questions they have, and a time to meet with designers after the designers have read the completed questionnaires.

In the third stage the designers read the completed questionnaires and meet with the reviewers to resolve questions the designers may have about the reviewers answers to the questionnaires. The reviewers may be asked to defend their answers. This interaction continues until both designers and reviewers understand the issues, although agreement on those issues may not be reached. After the review the designers produce a new version of the documentation. A discussion of design issues, including those raised during the review, are contained in our documents.

5. Conclusions

Our results with active design reviews have convinced us that the technique is an effective way of achieving our review objectives. In addition to helping us find design errors, the technique is significantly effective in ensuring that we use our design methodology consistently.

We believe our success with active reviews is a result of the following factors.

(1) The technique helps us to select appropriate reviewers by requiring that we write down the characteristics of the reviewers needed.

(2) The technique makes good use of the reviewers’ skills by focusing their energies on those aspects of the design that they are best suited to evaluate.

(3) The technique makes effective use of our reviewers’ time by focusing their attention on the issues that they know about.

(4) Each reviewer must make a considerable commitment of effort to the review. No reviewer merely observes the process without contributing. Reviewers who might hesitate to speak up in a large discussion group will often identify problems in a one-on-one meeting. All reviewers feel that they are contributing to the review process and that they are gaining an understanding of the design.

(5) The conduct of the review fosters rapid focus on specific problems. Reviewers and designers both gain understanding of problems in the design. Designers are matched with reviewers with similar interests and backgrounds and are able to interact freely without distraction.

(6) The structure of our documentation permits us to design the review questionnaires to focus attention on different concerns individually, and to provide the information needed to accomplish a complete, detailed review.

By focusing our reviewers’ attentions and making them take an active role, we find many more errors than we would find in a conventional review.

In the second stage reviewers perform their reviews, meeting with designers to resolve questions that they have about the design or about the review questionnaires.
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Review C: Consistency Between Assumptions And Functions

The assumptions should be compared to the function and event descriptions to detect whether (a) they are consistent, and (b) the assumptions contain enough information to ensure that the functions can be implemented and the events can be detected. If an access function cannot be implemented unless the device has properties that are not in the assumption list, there is a design error, i.e., either a gap in the assumption list or a function that cannot be implemented for some replacement device. The device interface specifications should be reviewed for this criterion by AVIONICS PROGRAMMER reviewers. After studying the assumptions, the design issues, and the functions and events, they should perform the following reviews:

Review C-1

For each of the access functions the reviewer should answer the following questions:

C1 Which assumptions tell you that this function can be implemented as described?
C2 Under what conditions may this function be applied? Which assumptions describe those conditions?
C3 Is the behavior of this function, i.e., its effects on other functions, described in the assumptions?

Figure 1. Part Of The Reviewer Questionnaire For Review C

Point of View

DEVICE EXPERT

Familiarity with the device used on the A-7 and with similar devices found on other aircraft. These people ought to know about several devices of this type, about the technology used to build such devices, and about past changes and future trends in these devices. They need not be programmers; people involved with the design or purchase of such devices would be fine.

DEVICE PROGRAMMER

Experience writing or modifying programs that deal with this device or others of the same type. They should be familiar with tricks to use the device effectively with minimum consumption of computing resources. If people with experience on the A-7 cannot be found, people who have used similar devices for other aircraft are acceptable.

AVIONICS PROGRAMMER

Good logical minds and familiarity with avionics programming in general. These people need not have experience writing programs for these specific devices. They will be asked to perform certain checks for internal consistency and completeness; consequently a lack of information on the specific devices may be advantageous.

A-7 REQUIREMENTS EXPERT

Sufficient familiarity with the A-7 software requirements document [1] to be able to read the function descriptions that refer to the devices hidden in this module. Familiarity with the A-7 application beyond this document is not essential. We value the ability to make disciplined logical completeness checks above familiarity with the A-7. However, they should have experience writing programs similar to the A-7 software.

Figure 2. Characteristics of Reviewers for the DIM Abstract Interfaces