Lecture 11/02/16

Lecturer: Xiaodi Wu

Reading: Chapter 3.2
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Remember the goal is to hope $h = O(\log(n))$. 
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Height-balance Property

- Why not force the same height of the children?
- How about allow the difference of heights to be 2? in the assignment 3.

The height \( h \) of an AVL tree of \( n \) nodes

- Basically, find the relationship between \( h \) and \( n \).
- Let \( n(h) \) be the minimum \( \# \) nodes in a tree of height \( h \).
- It suffices to show that \( n(h) = 2^{\Omega(h)} \).
- \( n \geq 2^{ch} \Rightarrow h \leq \frac{1}{c} \log(n) \in O(\log(n)) \).
Proof:  \( h = O(\log(n)) \)
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*The height of an AVL tree storing $n$ items is $O(\log(n))$.*

Proof.

- $n(1) = 1$, $n(2) = 2$.
- How about $n(3)$? What is the worst case?
- $n(3) = 1 + n(1) + n(2)!$
- In general,

\[
  n(h) = 1 + n(h-1) + n(h-2).
\]

- $n(h)$ is a strictly increasing function of $h$. Thus

\[
  n(h) > 2 \times n(h-2).
\]
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Proof: $h = O(\log(n))$, cont’d

- In general, for any $i$ such that $h - 2i \geq 1$, we have

  $$n(h) > 2^i \times n(h - 2i).$$

- One can choose $i = \lceil h/2 \rceil - 1$. Thus $n(h - 2i)$ could be $n(1)$ or $n(2)$. We have,

  $$n(h) > 2^{\lceil h/2 \rceil - 1} n(1) \in 2^{\Omega(h)}.$$

- Precisely, we could have

  $$h < 2 \log(n) + 2.$$
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